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THE FOUNDATIONS

Information Systems

1. OVERVIEW

Information systems are systems that process data into information. We can
view an information system from various perspectives: its goals, its processes or its
components, that is, applications, information technology, people, and procedures.

Information systems are also products, and like other products they must satisfy
their consumers and be developed by following a methodology that ensures the best
possible quality and the best possible use of resources.

Chapter Topics

» Information and its components.

» System and its components.

» An overview of information systems.

» An introduction to information technology.

» The core building blocks of information technology.

» The concept of “application.”

» Information systems as products.

» The business of developing information system products.
» Information system as the infrastructure of the business.

» The enterprise of software development.

Introduction

To develop a modern information system, we must start with a clear understanding
that an information system is primarily a commercial product. All products such as
cars, houses, or computers might be built to satisfy demands or wishes that fall out-
side the domain of the marketplace, but it is the marketplace that defines their center
of gravity and shapes their overall features.

From Chapter 1 of Object-Oriented Systems Analysis and Design, First Edition. Noushin Ashrafi,
Hessam Ashrafi. Copyright © 2009 by Pearson Education, Inc. Published by Pearson Prentice
Hall. All rights reserved.



Figure 1
Information
System and Its
Components

Furthermore, we cannot arrive at an effective understanding of information
systems unless we comprehend their components—what they do, how they relate to
each other, and how they work together. Developing information systems and
software applications involves highly abstract concepts that have very concrete out-
comes and sometimes very serious consequences.

The term “information system” is relatively recent, but the concept is as old as his-
tory. As many historians have concluded, writing appeared with the need for account-
ing, the first application of information systems. Accounting has always exemplified
the everlasting components of the information systems: data as input, statements and
balances as output, arithmetic as the application of logic (processing), some sort of
storage or data management system, security to prevent unauthorized access, and
communication through oral and written symbols.

Information automation, however, has changed both the reach and role of infor-
mation systems within the human civilization. Information automation means that a
nonhuman device can apply information logic to data through a set of stored instruc-
tions or a “program.” This, in turn, means that information processing can become
more capital-intensive and less labor-intensive. Another consequence has been the
increasing commoditization of information systems. By packaging information logic
into software, automation has allowed information systems and applications to
become market products.

All commercial products have three basic traits in common: @ they must
satisfy certain requirements or take advantage of opportunities, ® they are
human artifacts and, therefore, must be built, and ® their development must
follow a methodology that helps to lower costs, raise quality, and make success
more likely.

To say, however, that the development of a product must follow a methodology
is not to say all products must be developed following the same methodology. Even
with the same product, methodology changes with technology, experience, theory,
scale, and context.

B
o

Processing
Input— Output
> v Logical Organization

Information

S@5 )
‘ h:\ W‘ ‘
APPLICATIONS INFORMATION TECHNOLOGY PEOPLE PROCEDURES

Processing Unit(s) Communication System Control System Data Management System

An information system can be viewed from two angles: what requirements it must satisfy and
how it satisfies those requirements.

Information Systems



2. INTRODUCING INFORMATION SYSTEMS

& A broad definition
of “information”
would also include
works of art and
entertainment—
novels, poems,
movies, etc.—even
though their data are
not “real.” These
works, however, are
outside the scope of
this text, which is
information systems,
not information in
general.

o Any information
also relieson a
cultural context
to be meaningful.

A concise but separate review of both “information” and “system” is necessary
before we can effectively introduce information systems. The reach of both terms is
very wide, but each one constraints the other: An information system is not con-
cerned with every kind of information, but only those that can be obtained by pro-
cessing data through a system; it is not any system, but an open system that accepts
input, produces output, and has understandable logic.

Any information system requires an information technology, but the information
technology is not the same as the information system. The latter is not one technol-
ogy, but an interrelated and often rapidly changing collection of technologies and
subsystems.

Information

Information is an organized collection of data that allows its recipient to @ gain
knowledge, ® draw meaning, ® arrive at conclusions, or @ execute a set of actions
to reach an objective.

From this definition, it follows that the term “information” covers a very vast
ground:

* Anews report in the paper, on the radio, or on TV.
* The itinerary of your upcoming trip.

* The year-end balance sheet of a company.

* Abusiness report.

* A fire alarm.

* Abank statement.

* Abook on system analysis and design.

These items are all information—regardless of whether the data consists of words,
sounds, numbers, images, or other symbols. Some, like alarms and traffic signs, are
designed to communicate their intentions immediately, with a minimum amount of
data and a minimal need for interpretation. At the other end of the spectrum, news
reports, books, and documentaries paint a complex picture by offering a large amount
of data within a narrative composed of numerous logical packages (sentences,
paragraphs, pictures, dialogues, and scenes).

In practice, how we characterize “information” depends on our judgment and
on our expectations. However, regardless of how we designate it, any information
has three main constituents: data, purpose, and logical organization.

Data

Data are the building blocks of information.

Information Systems



& Properly
speaking, datais the
plural form of Latin
datum and many insist
that the separation
between the plural
and the singular
should be maintained.
But, for better or for
worse, it seems that
“data” will play both
roles in the English
language. Therefore,
it is the verb that must
distinguish between
“data” as a single
item and “data” as
plural.

The original
meaning of datumin
English was
“assumption.” And
“fact,” at some point
in the past, meant
“crime” (@ meaning
which still applies to
“accessory after the
fact.”)

&= A logical
conclusion

(or information) would
prove incorrect if the
data are wrong or
unrelated. Logic is a
matter of form, not
of content. In other

Data are the facts or assumptions that are structured within a logical framework
to convey information. In other words, data are the raw material for information:

Data Information

Deposits, withdrawals, interest, and service charges Bank Statement
for a certain month, plus the forwarding balance

from the previous month.

Moving images, dialog, music, and commentary. Television Report

Titles, subtitles, words, paragraphs, quotations, Newspaper Report
and pictures.

The red outline of a circle bisected by a red line. No Entry!

Weigh, height, cholesterol, sugar level, age, Patient Profile

symptoms, etc.

It is often said that data are meaningless by themselves until they are turned into
information. (Hence the modifier “raw,” which is frequently added to “data.”) This is
true in many cases, especially when the data consists of numbers, but the relation-
ship between data and information is usually multileveled and subtle: A deposit to
your bank account is meaningful by itself, even though it must be placed in the con-
text of other data to present the monthly activity and the state of your bank account.
(See Data Hierarchy later in this chapter.)

“Unfounded” is the usual term for the information that lacks data or is based on
wrong or incomplete assumptions.

Goal

Information has an objective.

Any information must have a purpose, a meaning that it wants to impart or a
goal that it wants to achieve. Some goals are simple, some are ambitious, and some
are open to multiple interpretations:

Information Purpose

Bank Statement Reports how much money you had in your account at
the beginning of the month, the amounts that you
deposited or withdrew during the month, bank

charges, and how much you have now.

Communicates (or tries to communicate) the what,
when, where, how, and (perhaps) why of an event to
its audience.

Television Report

Year-End Corporate Report Attempts to tell shareholders (or anybody else who
might be interested) how well the corporation did in
the previous year (and why) and what to expect for

the next year.
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words, the form must
be correct but its
correctness does not
ensure that the
conclusions are true.
Some logical fallacies
can be detected easily,
while others are more
difficult to identify.
(Understanding logic is
very important to
anybody who wants to
work with information
systems. But, alas,
this text is not

about logic.)
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If the information lacks an understandable purpose, we call it “pointless,” “ram-

bling,” or a similar term.

Logic

The objective of information is achieved through logic.

To arrive from data to meaning, information must follow a logic—simple or com-
plex, apparent or not readily apparent. (“Nonsense” is the term we apply to informa-
tion if it lacks logic, and “misleading” or “sophistry” is applied if it follows an
unacceptable logic.)

The purpose and the logical organization of information may be combined into
an infinite number of packages. The only constant is that without either, data does
not become information.

Figure 2 is an easy-to-understand chart. Acme International enjoyed
a rapid growth from 1995 to 2002, but witnessed its fortunes reversed in
the 2003-2004 period. Left to themselves, the underlying data would not
enlighten us as to the fortunes of the company. By correlating the sales
figures (the Y axis) and the years (the X axis) we arrive at certain conclusions (or
knowledge).

Figure 2
From Data to

ACME INTERNATIONAL
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[Van Gigch 1991,
30-31]

Two points are crucial for understanding how data is processed into information:

© Information uses data selectively. Since the process has a purpose, the data
that underlies the information is always selective because it must relate to the
purpose. For example, our chart does not represent all data about Acme
International (which is not possible, in any case); nor does it even show all
sales figures, but only software sales and only yearly totals for a specific
period.

® Information is only as valid as the logic that produces it. Since the process
organizes data based on a certain logic, if the logic is wrong, distorted, or
incomplete, the resulting knowledge will be wrong, distorted, or incomplete as
well, even if every assumption is an undisputable fact. The chart about Acme
International suggests a company in trouble, but what if Acme has a thriving
hardware business and is actually dismantling its software division by selling it
off piece by piece? If the answer to this question is affirmative, then the logic of
presenting only the software sales as a reference to the overall fortunes of Acme
is misleading.

Symbols

Both data and information are expressed as symbols.

The bulk of information that we send or receive is expressed through verbal
symbols. But information is by no means limited to verbal messages. (The chart in
Figure 2 is a hybrid message: Its verbal and visual elements reinforce each other.)
Information can be delivered by sound, pictures, or multimedia as well: traffic
signs, smoke signals, the sound of a bugle instructing soldiers what to do, skulls
and crossbones (which can mean both “pirate” or “this is a dangerous place: stay
clear”).

Data Hierarchy

The relationship between data and information is hierarchical.

Something that is considered “information” at one level may be used as “data”
in a higher level, and vice versa. The distinction depends on the purpose. For
instance, the chart about Acme’s software sales can become “data” if we intend to
merge it into a fuller report about Acme International or industrial trends between
1995 and 2004. (Each yearly sales figure or column in the chart, in turn, consists of
many sales figures within each year.)

System

A system is a set of interrelated elements organized into an identifiable whole.

The majority of systems, natural or man-made, fulfill a function. Hence, we may
also define “system” as a collection of elements that work together to perform a task.
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Figure 3 Data Hierarchy: One Person’s Information Is Another Person’s Data

X

Y
CEO
Salesperson records Sales department Chief operating officer Chief executive officer
detailed sales processes detailed data analyzes sales processes high-level
figures and to pay commissions reports in the input to set policy
demographic data and to report on sales context of corporate and devise
about the customers. patterns and overall sales. goals and policies. corporate strategy.

Information at one level often becomes input data for a higher level.

The elements may be few or many, they may be very similar or extremely different, the
collection may be tightly knit or loosely connected, and the function may be simple or
complex. Examples are plentiful:

Elements System

Locomotives, wagons, tunnels, railroads, Railroad System
switches, engineers, conductors, etc.

Microprocessor(s), printed circuitry, keyboard, Computer
monitor, mouse, operating system, storage, etc.

Receipts, canceled checks, correspondence, folders, Filing System
file cabinets, etc.

Canals, ditches, dams, sprinklers, etc. Irrigation System

Organs, such as the lungs, that deliver oxygen Respiratory System
to the circulatory system.

To correctly understand information systems, we must achieve a clear under-
standing of the parts that constitute the definition of system: elements, interrelation-
ships, organization, and the “identifiable whole” (or the distinct identity of the
system).

Information Systems
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[American Heritage
1996]

©® Elements of the System: A system is not monolithic, but consists of a set
of elements. The constituent elements of a system can be real objects (parts
of a watch), virtual objects (characters in a computer game), concepts
(words in a sentence), or a combination of all (an automated factory). The
constituent elements of a system are also called components. A component,
in turn, may consist of other elements or components.

® Interrelated Elements: The elements making up a system must be both related
and interrelated. An element within a system must interact with at least one
other element and the interactions must, directly or indirectly, link all elements.
A fruit basket does not qualify as a system even through it consists of a set of
related entities packaged as “an identifiable whole”; a class of students, on the
other hand, is a system even if no word passes among the students because the
teacher provides a focal point of interaction.

® Organization: Elements within a system must have a formal structure.
Organized means “functioning with a formal structure, as in the coordination
and direction of activities.” No formal structure means no system. In other
words, we do not consider a random assembly of entities as a “system.”

@ Identifiable Whole: A system must have a distinct identity. We have heard,
often enough, that “a whole is greater than the sum of its parts.” If we cannot
identify a whole that is more than a collection of elements, then, at best, we
have identified a set of related elements, not a “whole.” Prime numbers (those
divisible only by one and themselves) do not constitute a system, but a set.

® Subsystems: A subsystem is a system that functions as a component
of another system. An element within a system can be a system in its own
right, in which case it is called a subsystem. In fact, any system can be a sub-
system of a bigger system. The human body consists of several subsystems—
respiratory, alimentary, nervous, etc.—while, in turn, a human is a component
of the society.

® Open and Closed Systems: The relationship of a system to the outside is iden-
tified by its place on a spectrum from open to closed. An perfect open system is
one that @ accepts input, ® the logic of its internal workings can be understood
and/or changed, ® can change as a result of interaction with the outside world,
and @ produces output. A closed system is the opposite of an open system. No
system, however, is “perfect.”

Networks vs. Systems

A network is a cooperating set of relatively independent elements.

The terms “network” and “system” are often used interchangeably and, indeed,
they overlap in many aspects: Like systems, networks consist of a set of interrelated
elements. The differences appear when we move towards stricter definitions of both
terms:

® While the elements within a system cannot function the same way if they are
taken out of the system, elements within a network are more or less able to
function independently. (The circulatory system of the human body is a typical
example of the “system,” whereas workstations connected to the Internet are
members of a “network.”)

® Anetwork has a less sharply defined identity as a “whole” than a system.
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&= As we shall see
immediately below,
any information
system is vitally
dependent on storage
and communication
systems, and vice
versa.

& Qur purpose here
is not to split hairs
between information
systems and
information
technology. But too
many people involved
in developing and
using information
systems are waylaid
by the siren of
technology. And, too
often, technological
solutions are offered
as information system
solutions.

So, if you are told
that a company’s
information system
consists of so many
servers, such and such
netwaorks, etc., do not
object to the term:
After all, the usage is
very widespread, easy
to understand, and not
entirely wrong as no
information system
exists without an
information
technology. But keep
the question open:
What does this
system actually do
(or should it do) for
the information needs
of the company?

These differences, however, depend on the nature and the organization of the system
or the network in question. In a network of roads, individual elements (roads) are
less dependent on each other than the components within a computer system. In
addition, elements within a network are not necessarily of equal importance: in a
computer network, the failure of a server can effectively halt the operation of the
network.

A system or network in which the constituent elements are highly dependent on
each other is described as tightly coupled (which, of course, is a relative term). The
Internet is an example of a loosely coupled network in which the failure of a part
does not bring the whole “system” to a halt.

In general, the more loosely coupled a system or a network is, the less it is prone
to failure. As a result, however, as the coupling is loosened the role of a central
authority is diminished—for good or for bad.

The Information System

An information system is a system that processes data into information according
to a predictable set of logical assumptions.

As you would expect, our assertions about information and systems apply to
information systems as well, but with qualifications that partly arise from the act of
combining the two:

* An information system is an open system: It takes input and produces output
based on a logic that is comprehensible. A closed system—with no definable
input, output, and/or logic—is not an information system.

* An information system processes data (or input) into information (or output).

A system that manages data is a data management system and a system that
sends and receives data or information is a communication system. The two are
components of an information system but neither is the information system
itself.

e Since information has a goal and is selective regarding data, an information sys-
tem must have goals and be selective as well.

¢ Information systems are man-made. Therefore, information systems share many
properties with other human products: They serve a range of social and eco-
nomic needs; they are built by using available methodologies, processes, and
tools; and they are subject to rational and irrational forces (such as theorizing,
experience, fashion trends, and prejudices).

Even though numerous sources of information exist, not all can be deemed
“information systems.”
The major components of any information system are:

* Applications that perform specific tasks.

* Information technology that consists of processing and control units, and
communication and data management systems.

* People who use the system or who provide it with services.

* Procedures that decide how the information system is operated and by whom.

Information Systems
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The Information Technology

Information technology is the know-how, methods, tools, and material used to
support information systems.

Data and, as a result, information are always virtual. Anything virtual needs a
real vehicle to be sent, received, stored, or manipulated. Therefore, any information
system is shaped by, and is dependent on, an information technology or technologies
that carry and maintain it. (As we mentioned, information systems and information
technology are so intertwined that they are often used interchangeably, and distin-
guishing them in certain areas is rather difficult.)

As the definition indicates, information technology is not one thing, but a set of
interrelated components:

e Know-how is the knowledge and the skill required to do something correctly.
The technology would go to waste if the developers of a product do not know
how to shape and exploit its material base.

* Method is a systematic way of accomplishing something. Methods result from
both experience and the theoretical interpretation of experience. Methods func-
tion as guidelines to people with know-how to accomplish a task. In turn, new
experiences must refine existing methods, or else methods lose their relevance.

* Material has a complex and varied relation to the technology that uses it.
Increasingly, the invention of new material and methods is not left to chance,
but is targeted. Modern research labs systematically experiment and search for
material and solutions that are required by the expressed needs of the business
or the marketplace.

Usually, a technology is not used to its full potential when it emerges. The Internet,
the foundations of which were laid by DARPA (Defense Advanced Research Projects
Agency) in 1973, was more than anything else an imaginative use of existing com-
puter technology. In turn, the impact of the Internet would have been minor without
improvements to the computer technology and the availability of rather inexpensive
but reliable personal computers.

The technology to support an information system is, itself, composed of one or
more processing units and three systems: communication, data management, and
control. These systems are conceptually distinct but are intertwined in actuality.
Furthermore, each system, in its own way, has a foot in the real world and another in
the virtual world of the information system, bridging the gap between the two.

Processing Unit(s)

A processing unit is an entity that applies the logical rules of the information
system to data.

Until the invention of mechanical calculators and then electronic CPUs (central
processing units), the processing units were humans employed to process data into
information: mainly accountants (as information systems mostly performed book-
keeping functions), but also surveyors, mapmakers, census takers, tax estimators, etc.
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As previously mentioned, an information system is a system that processes data
into information based on a set of logical rules. Processing units play a vital role in
information systems, but they are not the whole story. Let us explain.

Banks, and the concepts of “bank account” and “double-entry bookkeeping,”
predate modern computers by many centuries. But the logical rules are essen-
tially the same: When a bank customer deposits money in the bank, the amount
(data) is credited to the customer’s account (processing) and the balance of both
the customer’s account and the overall bank’s debts and assets is adjusted
accordingly (information). Before the advent of computers, bank clerks per-
formed the required processing (with the help of abacuses and calculators). With
the adoption of computers, the CPU applies the same logic and performs the cal-
culations. But the processing units merely apply the logical rules with varying
degrees of speed and accuracy: They do not set the rules by which the informa-
tion system operates.

The technology of processing data, of course, is not irrelevant to the function-
ing of information systems. Far from it: The speed and the accuracy of electronic
processing units have radically changed expectations and, consequently, the logi-
cal complexity of information systems has reached a point where resorting to
any previous technology has become inconceivable. Modern businesses, govern-
ments, factories, and airlines (to name only a few) would grind to a halt without
computers, even if they can employ thousands of clerks equipped with the best
abacuses.

Still, it is crucial to remember that it is the creators of information systems who
set the logic (simple or complex) that the technology executes.

The Communication System

The communication system transmits data to the information system and carries
information back to its users.

Without incoming data and outgoing information, a processing unit (and, as a
result, the whole information system) would be useless. It is the task of a communi-
cation system to carry messages to and from an information system.

Communication systems (or networks) are many and varied: the telephone sys-
tem, the postal service, the network of geocentric satellites, the telegraph network
(that quietly passed away quite recently). But, regardless of technological sophistica-
tion, any communication system consists of communication devices, protocols, and
the connections between those devices:

* Devices. A phone set, a fax machine, a modem, an envelope, a computer key-
board, and a monitor are all communication devices. The task of a communica-
tion device is to encode messages (data or information) into packages that can
be carried by the system to another device that will decode the message for the
benefit of the recipient. (The content of the message is irrelevant to the commu-
nication device or the communication system.)

* Protocols. Protocols are a set of rules or standards that allow two devices to
communicate. Like data and information, the protocols are virtual, even though
they are carried by real mediums: electrical current for the telephone and the
computer, written symbols on the back of envelopes, or hand signals in the
communication between the hearing-impaired.

Information Systems
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o) The data that is
stored “for keeps” is
called persistent and
the act of storing such
data is persistence.
Remember these
terms, as they are
used extensively in
object-oriented theory
and in this text.

& A databaseis a
collection of related
data, while a data
management system
includes not just data,
but also rules,
procedures, the
material on which the
data is stored, and,
depending on the
technology, people

in one capacity

or another.

* Connections. Communication devices cannot exchange messages unless they
are connected through some medium: electrical current over copper wires, light
waves over optical fibers, radio waves, visual spectrum, voice, etc.

Information systems are so intertwined with communication systems that often it is
very difficult to distinguish where one ends and the other starts. The most important
distinction is not technological but conceptual: If a system processes data into informa-
tion, it is an information system; if it carries messages with disregard to their contents,
it is a communication system.

The Data Management System

A data management system is a set of rules, procedures, material, and tools that
stores, organizes, protects, and retrieves data needed by the information system.

All information systems need data management systems to safe-keep data—
before processing and after, temporarily or permanently. But a data management
system is more than just a cellar for storing data. It must also:

° organize the stored data in a manner that can be retrieved as needed;

e establish connections between related data;

* ensure the integrity of data against decay, misplacement, and erroneous identi-
fication; and

* secure data against unauthorized access and manipulation.

Modern database management systems have gone far beyond the mere management
of data. Though conceptually we should still distinguish them from information
systems in the strict sense of the term, they have incorporated many information
system functions such as the enforcement of business rules (or logic). In effect, there
is no longer a distinct and actual border between the two systems.

The Control System

The control system @ directs and facilitates the interactions between the building
blocks of the information technology, and @ provides the information system with
the services of information technology.

Information systems have goals that are usually reflected in the names of their
applications: accounts payable, college registration, stock trading, supply chain
management, and so on. But, as we have said, information systems must use a set
of technologies to connect to the real world. This requirement presents two
challenges:

* how to achieve the connection between the virtual world of the information
system and the real world, and
* how to maintain and manage the technology that supports such connections.

Answering these challenges is the task of the control system. For computer technol-
ogy, the most important (and the best-known) component of the control system is the
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& Itis interesting
to know that

early electronic
computers—circa
1940s—did not have
operating systems. It
was with the
introduction of IBM’s
System 360 in 1964
that a well-defined
concept for “operating
system” was
established.

& Even though this
text is not about
technology per se,
without the
automation of
information systems it
would not have
existed. The
emergence of each
significant technology
allows (or forces)

us to view many
non-technological
concepts in a new
perspective. Without
the need to program
machines to process
data, we would not
have been required
to examine
information concepts
under a microscope.

& Two of the most
important and
promising
technologies in the
effort to achieve
interoperability are
Web services and
XML, which we will
discuss later in

this text.

operating system, nowadays known as a “brand name” software product (such as
Linux, Windows, Unix, etc.) that controls the operations of a computer and network.

But the control system goes beyond the operating system. First, even in comput-
ers, the control system is not all software: Every computer has a hardware “control
bus”—a set of lines or conductors that carry signals and instructions between the
CPU and various devices. Second, no operating system can function without utilities
(programs that carry out specific housekeeping tasks) and drivers (software that
allows communication between the general-purpose operating system and specific
devices).

In other words, a control system is an interconnected collection of subsystems and
entities—hardware and software—that caters to the specific needs of the technology
on which that information system operates. For non-automated technologies, the
control system also includes people, actions that they must take, and procedures that
they must follow to ensure the successful operation of the technology.

Information Automation

Information automation is the application of information logic to data by a device
that executes a program.

The term “automation” applies to numerous areas in which labor-saving
machines that can (more or less) operate on their own have replaced (or nearly
replaced) humans: manufacturing, telephone switches, military drones, automatic
controls, and so on. In fact, automation has found its way into common household
items as well: TV sets, video recorders, radios, and personal computers.

By now electronic computers are so common that conceiving any other auto-
mated device for processing data is difficult. Indeed, the terms “information system”
and “computer” have become near synonyms.

In the past fifty years the progress in the automation of information technology
has been impressive but the trend does not show any signs of slowing down. On the
contrary, the existing technology is overhauled constantly and new areas appear
continuously. One of the latest is interoperability, driven by strong market demand:
Producers and consumers of information are searching for standards and technolo-
gies that would allow exchange of information free from the current obstacles result-
ing from incompatibilities among systems and lack of standards.

In the blizzard of new tools, standards and protocols for the technology of infor-
mation automation, one important rule must not be overlooked:

The task of the information technology is to support information systems; the task
of information systems is to support human enterprises.

As we shall explain later, the problems of information systems and the issues of
the information technology belong to two different (although related) spheres: the
“problem space” and the “solution space.”

Applications and Systems

An application is a set of programs that performs a specific task.
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& [tis difficult to
declare, with any
certainty, when the
awareness of the
shortcomings of
monolithic software
became clear. The first
major practical steps
to remedy the
situation, however,
can be attributed to
the late 1970s and
early 1980s.

Applications are software programs that help their users perform well-defined
jobs: word processing, photo editing, contact management, accounting, etc. However,
we started this chapter by introducing information systems, not applications. So what
is the difference?

At one time, no great difference existed. Very early electronic computers were
capable of solving only individual functions. Later, they grew to handle more com-
plex tasks, from processing payroll to analyzing sales. The structure of the applica-
tions, however, remained the same: a monolithic piece of software that performed a
task, from the beginning to the end, by itself. And these monolithic pieces were usu-
ally called applications.

At a certain point in time, the combination of rising expectations and increas-
ingly powerful computing platforms resulted in monolithic applications that
were more capable and complex but also more fragile and prone to failure.
(Imagine, if possible, a modern passenger jet made up of one piece, not thousands
of parts.)

The early efforts to address the issue of complexity in software were focused
on the inside of the application: how to structure various functions within the appli-
cation to facilitate its construction and maintenance. Next came the idea of
modularity: the concept that an application can be constructed from a set of mod-
ules, conceived around a certain functionality—database module, calculation mod-
ule, reporting module, etc., so that the code would become more reusable and
reliable, teams of programmers could work on different parts of the application,
and redundancy would decrease. This approach also resulted in the acceptance of
general-purpose libraries: pieces of independent software that could be used by
unrelated applications that, nevertheless, share certain common needs.

The realization that managing complexity needs a new vision appeared only
gradually (and under the fire of failures). This vision holds that, to be successful,
applications cannot be conceived as islands unto themselves.

Applications must be viewed and developed as integral parts of an information
system.

In other words, applications can no longer remain as monolithic “pieces” of soft-
ware, but must be constructed as components of a system (even if the system sup-
ports only one application). The “system” approach allows software to absorb
complexity without falling victim to it.

Two other trends have supported this approach: object orientation and software
development as an architectural enterprise.

3. THE INFORMATION SYSTEM AS PRoODuUCT

Before information automation, the term “information system” was not applied to
what we now associate with it. Companies had “accounting” (the oldest type of
information system, undoubtedly), surveyors gathered geographical data, mapmak-
ers made maps, spies gathered intelligence, and so on. Even after computers first
appeared in the workplace, software was not considered as merchandise, a product
that you build for selling in the marketplace and buy from the marketplace.
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